JavaScript 基础

简介

JavaScript (JS) 最初作为运行在浏览器上的脚本语言，随着 Web 的快速发展而火遍全球。现在 JS 早已不再单单作为 Web 脚本。随着 Node.js 的出现，JS 开始作为后端开发语言；electron 的出现，又让JS 有走进桌面应用的世界，而且这些领域，JS 都有很高的可用性。在后端领域，结合谷歌的 V8 引擎，让 JS 代码拥有了堪比传统编译型语言的性能；在桌面应用领域，也有基于 electron 的 Atom、Slack 这样的成功应用。总之，给人的感觉就是：JS 已经无所不能！

所以，学好 JS 是很有必要的。本节内容介绍 JS 的基本语法和一些核心概念。文中的大部分代码基于 chrome 浏览器的 console。
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简单数据类型

JS 的简单数据类型包括数字、字符串，布尔值，null 和 undefined。

JS 只有一种数字类型，它在内部被表示为一个 64 位的浮点数，和 Java 中的 double 类型一样。有俩个特殊的表示运算结果的数值：NaN 表示不能产生正常结果的运算结果，Infinity 表示一个无穷大的数值。

字符串是被单引号或者双引号包起来的值：

> '' // 空字符串

< ""

> "shiyanlou"

< "shiyanlou"

字符串有一个属性 length 和一些特殊方法：

> 'shiyanlou'.length

< 9

> 'shiyanlou'.toUpperCase()

< "SHIYANLOU"

> 'shiyanlou'.charAt(3)

< "y"

字符串是不可变的，也就是说，一旦一个字符串被创建了，那就无法在修改它。可以通过 ‘+’ 运算符连接字符串创建一个新的字符串：

> 'Hello' + ' ' + 'shiyanlou'

< "Hello shiyanlou"

Null 类型 只有一个 null 值，表示不存在的对象，Undefined 类型也只有 undefine 值，当变量未被初始化时，那它的默认值就是 undefined。想知道它 undefined 的区别可以看这篇文章：undefined与null的区别

变量和常量

JS 中 用 var 或者 let 声明一个变量，用 const 声明常量：

> var num = 42;

> let name = "shiyanlou";

> const PI = 3.14;

使用 var 声明的变量，如果是在函数内部，那么它只在函数内有效，如果在函数外部，那么它是全局有效的。let 声明的变量，只在这个语句所在的代码块内有效，也就是 { } 内。

控制结构

JS 的结构语句基本上和 C 语言一样。

if/else 语句

语法格式是这样的：

if (条件 1) {

当条件 1 为 true 时执行的代码;

} else if (条件 2) {

当条件 2 为 true 时执行的代码;

} else {

当条件 1 和 条件 2 都不为 true 时执行的代码;

}

switch/case 语句

在做大量的选择判断的时候，如果依然使用 if/else 结构，那么代码有可能会变得很凌乱，于是我们采用 switch/case 结构：

switch(k) {

case k1:

执行代码块 1 ;

break;

case k2:

执行代码块 2 ;

break;

default:

默认执行（k 值没有在 case 中找到匹配时）;

}

循环

for 循环是最常用到的结构，格式是这样的：

for(变量 = 初始值; 循环条件; 变量累加方法) {

循环语句;

}

举例说明更清楚，比如循环打印出 0～7 的数字：

<html>

<head></head>

<body>

<script>

for(var i=0;i<8;i++) {

document.write("number is "+i+"<br>");

}

</script>

</body>

</html>

在浏览器中的效果：

JavaScript for 循环操作视频：

您还没有安装flash播放器，请点击这里安装

安装后重启浏览器即可播放视频

Play Video

while 循环

区别于 for 循环的另一种循环方式：

while (条件) {

需要执行的代码;

}

此外，while 循环还有一种变体，称作 do/while 循环：

do {

需要执行的代码;

}

while (条件);

而这两者的区别是，do/while 循环在检测条件之前就会执行，也就是说，即使条件为 false，do/while 也会执行一次循环代码。

break 和 continue 语句

有时候在循环体内，需要立即跳出循环或跳过循环体内其余代码而进行下一次循环，这便是 break 和 continue 的作用。

break 本语句放在循环体内，作用是立即跳出循环。

continue 本语句放在循环体内，作用是中止本次循环，并执行下一次循环。如果循环的条件已经不符合，就跳出循环。

比如：

for (i = 1; i < 10; i++) {

if (i == 5 || i == 6) continue;

if (i == 8) break;

document.write(i);

}

输出为“12347”，便是跳过了 5 和 6，然后在 i==8 的时候跳出了循环。

函数

在 JavaScript 中，函数由关键词 function 定义，函数可以有多个参数。基本格式为：

function 函数名 (参数1，参数2) {

函数体;

return 返回值;

}

比如add 函数：

function add(x, y) {

return x + y;

}

定义函数时，可以不指定函数名，这样函数可以作为值赋给一个变量：

let add = function (x, y) {

return x + y;

}

匿名函数

匿名函数常用在需要函数做参数的地方，JS 的匿名函数也被叫做箭头函数，因为它的基本格式是这样的：

参数 => 语句；

比如说 JS 的数组的 map 方法，可以将传入的函数作用在数组的每个元素上，下面是一个将数组的中数字平方的例子：

> [2, 3, 4, 5].map(x => x\*\*2);

< [4, 9, 16, 25]

匿名函数可以有多个参数或者多个语句，格式如下：

(参数1, 参数2) => {

语句1;

语句2;

};

对象

对象是 JS 中最重要的概念。JS 的对象是可变的键值对集合。对象的的键可以是任意字符串，包括空字符串，值可以是除了 undefined 之外的任意值。下面是一个简单的对象例子，包含一个 value 属性和一个 incrment 方法：

> var myObject = {

'value': 0,

'incrment': function(count) {

this.value += typeof count === 'number' ? count : 1;

}

};

> myObject.incrment()

> myObject.value

< 1

> myObject.incrment(2)

> myObject.value

< 3

在对象中，如果键名是一个合法的 JS 标识符号并且不是 JS 的保留字，那么就可以省略引号。上面的对象可以这样写：

> var myObject = {

value: 0,

incrment: function(count) {

this.value += typeof count === 'number' ? count : 1;

}

};

一般使用 . 访问对象的属性和方法，也可以使用 [] ，但是并不推荐。对于对象中不存在的属性或方法，返回 undefine。

原型

每个对象都会连接到一个原型对象，并且从它那继承属性，所有对象字面量创建的对象都会连接到 Object.prototype，它是 JS 中所有对象的祖先对象，这一点类似 Python 的 object 对象。展开上面 shiyanlou 对象的三角符号，就能看到 shiyanlou 对象从 Object.prototype 继承了哪些东西：

\_\_proto\_\_:

constructor: ƒ Object()

hasOwnProperty: ƒ hasOwnProperty()

isPrototypeOf: ƒ isPrototypeOf()

propertyIsEnumerable: ƒ propertyIsEnumerable()

toLocaleString: ƒ toLocaleString()

toString: ƒ toString()

valueOf: ƒ valueOf()

\_\_defineGetter\_\_: ƒ \_\_defineGetter\_\_()

\_\_defineSetter\_\_: ƒ \_\_defineSetter\_\_()

\_\_lookupGetter\_\_: ƒ \_\_lookupGetter\_\_()

\_\_lookupSetter\_\_: ƒ \_\_lookupSetter\_\_()

get \_\_proto\_\_: ƒ \_\_proto\_\_()

set \_\_proto\_\_: ƒ \_\_proto\_\_()

数组

数组通常是由多个相同类型的值构成的一个集合，每个值都是这个数组的元素。JS 中数组的基本使用方法如下：

> var fruits = ['apple', 'orange', 'banana']

// 获取数组长度

> fruits.length

< 3

// 通过下标访问数组元素

> fruits[1]

< "orange"

// 调用数组方法

> fruits.join(' ');

< "apple orange banana"

类

JS 是基于原型继承的，也就是说对象可以直接从其它对象继承属性。在 ES6 之前，JS 中的类是基于原型的，要声明类，首先要声明它的构造器：

var Dog = function(name) {

this.name = name;

}

如果一个函数前面带上 new 来调用，那么背后会创建一个连接到该函数的 prototype 成员对象，同时 this 会被绑定到这个对象上，所以要为这个类添加方法，需要将它绑定到 prototype 上：

Dog.prototype.bark = function() {

console.log('汪汪汪')

}

现在就可以这样创建对象和调用方法：

> dog = new Dog('旺财');

> dog.bark();

< '汪汪汪'

这种方式和传统的面向对象语言定义类还是有很大差别的，使用起来也不是很方便。在 ES6 中终于引进了 class 关键字来定义类，使用 ES6 语法改写上面的例子：

class Dog1 {

// 构造函数

constructor(name) {

// 属性

this.name ＝ name

}

bark() {

console.log('汪汪汪')

}

}

// 实例化一个对象

> dog = new Dog1('旺财');

> dog.bark();

< '汪汪汪'

JavaScript 类示例操作视频：

您还没有安装flash播放器，请点击这里安装

安装后重启浏览器即可播放视频

Play Video

总结

本节实验学习了 JavaScript 的基本知识，介绍了数据类型、控制结构、函数等编程语言的必备要素，简单的示例学习如何编写 JavaScript 程序。本节的知识点总结如下：
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JavaScript 目前不只应用在前端 Web 开发领域，在后端 NodeJS 的应用也非常广泛。学习 JavaScript 入门很简单，但深入很难，必须在项目中学习 JavaScript 一些高级用法，以及 jQuery 这类常用的 JavaScript 库。JavaScript 的内容非常多，仔细学习至少要几个月的时间，而我们本节实验的内容只能是粗浅的入门，在项目中应用到的时候我们会继续介绍
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